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1. Overview

This program when complete will be able to compile code written in pascal language into MIPS assembly code. It will be built up in section increments.

The 5 components listed below will make up the final program. Each component will be Junit Tested at every iteration.

• Scanner

• Parser

• Symbol Table + Syntax Tree

• Semantic Analyzer

• Code Generation

Design

Scanner

pre-defined pascal language IDs and symbols are listed in the grammar document. Below are the symbols and IDs set for detection by our pascal scanner. They will form the tokens.

KEYWORDS: *AND, DIV, MOD, NOT, NUMBER, ARRAY, BEGIN, DO, ELSE, END, FUNCTION, IF, INTEGER, OF, OR, PROCEDURE, PROGRAM, REAL, THEN, VAR, WHILE*

SYMBOLS **,** , **:=**, **\***, **/**, **+**, **-**, **>**, **<**, **>=**, **<=**, **=**, **<>**, **|**, **(**, **)**, **{**, **}**, **[**, **]**,

The package scanner has the following files which will help us comb through a given pascal code and extract matching tokens in order of appearance in text.

**Scanner** (Scanner.Jflex): the DFA scanner is made using JFlex from the *myScannerfromJFLEX.java* which details the lexical rules as well as the predefined symbols and IDs. The scanner will identify the tokens.

**Token**: The class token defines what a token object will look like.

The class defines *lexeme* and *type* as properties of any given token. There is also a *toString()* function that will output detected Tokens in a format -> "Token: \"" + this.lexeme + "\" of type: " + this.type;.

**Token Type**: this class will define list of ENUMs as specifications for the *token.type* attribute.

**Lookup Table**: this class will extend the HashMap<> from collections. We will store all our symbols and their lexemes for lookup during Token detection. We will have ease of access for compare decisions.

## Parser

The package is called parser, but it contains 3 files (Symbol Table, Parser, Syntax Tree). The Symbol table contains all tokens found by the scanner and stores them with their associated types for other classes to reference.

Parser will have valid tokens passed as parameter (String text) and then seeks to validate the pascal code against one of the predefined production rules. We will seek to create syntax tree for the pascal code that is deemed valid.

In the next section. There will be syntax tree of the symbols, implemented as series of nodes.

**Symbol Type**

We define ENUMS to serve as a specification file the symbol table. These types are extracted from the grammar specification document, which defines the various pascal symbols, namely variables, arrays, functions, programs, and procedures.

**Symbol Table**

The symbol table will serve to store all the symbols we gather and validate from our parser. We will have the identifiers stored as pairs with their types. It will be used as reference table by other components such as parser.

**Parser**

We have defined rules for production of code in the parser class. We will take in valid tokens and verify against the production rules we have defined. We do this by comparing the tokenType against expected possibilities after the last token. The parser will throw an error if it finds the token to be against expected TokenType (expected token). Parser will return error location (line and col number) and reason. When valid Symbol such as a variable is found it will store it in the symbol table. When there is ambiguity in a statement it will use the symbol table to resolve between the possibilities.

## Syntax Tree

The Recognizer is likely the most

mathematically complex element of

the Compiler. It has the task of creating a parser tree,

whether or not is saved in memory. This means using

recursive descent and backtracking to try

and follow possible paths down the grammar from

non-terminals. One other notable aspect of it

is the shear amount of code that must be written

to accomate functions for every different non-terminal

in the grammar. This was done, and the recognizer takes

as input a filename containing code, creates all the

tokens using the scanner and then begins executing the

non-terminal functions. It parses the tokens by calling

a non-terminal function, which returns a boolean true or

false if it is able to parse the input. It answers this

by again calling another non-terminal function

or eventually checkning actual tokens. After this was created,

a symbol table was added. The symbol table adds identifiers

to the table as they are declared and checks for the

existence of them when they are used in statements and

expressions. The test for the recognizer consists of feeding

it programs that both work and don't work and making sure

it labels them accordingly. An important aspect of the tests

is using very similar programs for the good and bad files

to test specific features of the recognizer.